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# Мета лабораторної роботи

Мета роботи – вивчити основні алгоритми зовнішнього сортування та способи їх модифікації, оцінити поріг їх ефективності.

# Завдання

Згідно варіанту (таблиця 2.1), розробити та записати алгоритм зовнішнього сортування за допомогою псевдокоду (чи іншого способу за вибором).

Виконати програмну реалізацію алгоритму на будь-якій мові програмування та відсортувати випадковим чином згенерований масив цілих чисел, що зберігається у файлі (розмір файлу має бути не менше 10 Мб, можна значно більше).

Здійснити модифікацію програми і відсортувати випадковим чином згенерований масив цілих чисел, що зберігається у файлі розміром не менше ніж двократний обсяг ОП вашого ПК. Досягти швидкості сортування з розрахунку 1Гб на 3хв. або менше. Достатньо штучно обмежити доступну ОП, для уникнення багатогодинних сортувань (наприклад використовуючи віртуальну машину).

Рекомендується попередньо впорядкувати серії елементів довжиною, що займає не менше 100Мб або використати інші підходи для пришвидшення процесу сортування.

Зробити узагальнений висновок з лабораторної роботи, у якому порівняти базову та модифіковану програми. У висновку деталізувати, які саме модифікації було виконано і який ефект вони дали.

Таблиця 2.1 – Варіанти алгоритмів

|  |  |
| --- | --- |
| **№** | **Алгоритм сортування** |
| 1 | Пряме злиття |
| 2 | Природне (адаптивне) злиття |
| 3 | Збалансоване багатошляхове злиття |
| 4 | Багатофазне сортування |
| 5 | Пряме злиття |
| 6 | Природне (адаптивне) злиття |
| 7 | Збалансоване багатошляхове злиття |
| 8 | Багатофазне сортування |
| 9 | Пряме злиття |
| 10 | Природне (адаптивне) злиття |
| 11 | Збалансоване багатошляхове злиття |
| 12 | Багатофазне сортування |
| 13 | Пряме злиття |
| 14 | Природне (адаптивне) злиття |
| 15 | Збалансоване багатошляхове злиття |
| 16 | Багатофазне сортування |
| 17 | Пряме злиття |
| 18 | Природне (адаптивне) злиття |
| 19 | Збалансоване багатошляхове злиття |
| 20 | Багатофазне сортування |
| 21 | Пряме злиття |
| 22 | Природне (адаптивне) злиття |
| 23 | Збалансоване багатошляхове злиття |
| 24 | Багатофазне сортування |
| 25 | Пряме злиття |
| 26 | Природне (адаптивне) злиття |
| 27 | Збалансоване багатошляхове злиття |
| 28 | Багатофазне сортування |
| 29 | Пряме злиття |
| 30 | Природне (адаптивне) злиття |
| 31 | Збалансоване багатошляхове злиття |
| 32 | Багатофазне сортування |
| 33 | Пряме злиття |
| 34 | Природне (адаптивне) злиття |
| 35 | Збалансоване багатошляхове злиття |

# Виконання

## Псевдокод алгоритму

**for** j = 2 **to** A.length **do**

key = A[j]

i = j-1

**while** (i > 0 and A[i] > key) **do**

A[i + 1] = A[i]

i = i - 1

**end while**

A[i+1] = key

**end for**

## Програмна реалізація алгоритму

### Вихідний код

import os  
import random  
import struct  
import tempfile  
import heapq  
  
def generate\_large\_file(file\_path, size\_in\_mb):  
 *"""Створіть великий бінарний файл із випадковими цілими числами."""* num\_integers = size\_in\_mb \* 1024 \* 1024 // 4 # Each integer is 4 bytes  
 with open(file\_path, 'wb') as f:  
 for \_ in range(num\_integers):  
 f.write(struct.pack('i', random.randint(0, 1000000)))  
  
def read\_integers\_from\_file(file\_path):  
 *"""Читання цілих чисел із двійкового файлу."""* with open(file\_path, 'rb') as f:  
 while chunk := f.read(4):  
 yield struct.unpack('i', chunk)[0]  
  
def write\_integers\_to\_file(file\_path, integers):  
 *"""Записати цілі числа у двійковий файл."""* with open(file\_path, 'wb') as f:  
 for num in integers:  
 f.write(struct.pack('i', num))  
  
def print\_file\_content(file\_path, limit=100):  
 *"""Друк вмісту двійкового файлу як цілих чисел до вказаної межі."""* with open(file\_path, 'rb') as f:  
 count = 0  
 while chunk := f.read(4):  
 print(struct.unpack('i', chunk)[0], end=' ')  
 count += 1  
 if count >= limit:  
 print("...")  
 break  
  
def convert\_to\_text\_file(binary\_file, text\_file):  
 *"""Перетворення двійкового файлу у текстовий для зручного перегляду."""* with open(binary\_file, 'rb') as bin\_f, open(text\_file, 'w') as txt\_f:  
 for number in read\_integers\_from\_file(binary\_file):  
 txt\_f.write(f"{number}\n")  
  
def balanced\_multiway\_merge\_sort(input\_file, output\_file, temp\_dir, memory\_limit\_mb):  
 *"""Виконаня збалансованого багатостороннього сортування злиттям у великому файлі"""* chunk\_size = memory\_limit\_mb \* 1024 \* 1024 // 4 # Number of integers per chunk  
 temp\_files = []  
  
 #Розділення файлів на відсортовані частини  
 with open(input\_file, 'rb') as f:  
 while chunk := f.read(chunk\_size \* 4):  
 integers = list(struct.unpack(f'{len(chunk) // 4}i', chunk))  
 integers.sort()  
  
 temp\_file = tempfile.NamedTemporaryFile(delete=False, dir=temp\_dir)  
 write\_integers\_to\_file(temp\_file.name, integers)  
 temp\_files.append(temp\_file.name)  
  
 #Об’єднання відсортованих фрагментів за допомогою черги пріоритетів  
 min\_heap = []  
 file\_pointers = []  
  
 for temp\_file in temp\_files:  
 fp = open(temp\_file, 'rb')  
 file\_pointers.append(fp)  
 num = struct.unpack('i', fp.read(4))[0]  
 heapq.heappush(min\_heap, (num, temp\_file))  
  
 with open(output\_file, 'wb') as out:  
 while min\_heap:  
 smallest, source\_file = heapq.heappop(min\_heap)  
 out.write(struct.pack('i', smallest))  
  
 source\_fp = file\_pointers[temp\_files.index(source\_file)]  
 next\_chunk = source\_fp.read(4)  
 if next\_chunk:  
 next\_num = struct.unpack('i', next\_chunk)[0]  
 heapq.heappush(min\_heap, (next\_num, source\_file))  
  
 # Закриття та очистка тимчасових файлів  
 for fp in file\_pointers:  
 fp.close()  
  
 for temp\_file in temp\_files:  
 os.remove(temp\_file)  
  
  
input\_file = 'large\_random\_numbers.bin'  
output\_file = 'sorted\_numbers.bin'  
temp\_dir = 'temp\_sorting'  
  
os.makedirs(temp\_dir, exist\_ok=True)  
  
# Генерація файлу розміром 10Мб  
print("Generating input file...")  
generate\_large\_file(input\_file, 10)  
  
# Відсортування файлу із обмеженням пам’яті 100 Мб  
print("Sorting file...")  
balanced\_multiway\_merge\_sort(input\_file, output\_file, temp\_dir, memory\_limit\_mb=100)  
  
# перевірка вихідних файлів  
print("Verifying sorted output...")  
sorted\_numbers = list(read\_integers\_from\_file(output\_file))  
assert sorted\_numbers == sorted(sorted\_numbers)  
print("Sorting successful!")  
  
# Друк вмісту вхідних і вихідних файлів  
print("\nContent of input file:")  
print\_file\_content(input\_file)  
print("\nContent of output file:")  
print\_file\_content(output\_file)  
  
# конвертація файлів в текстовий документ для перегляду роботи алгоритму  
convert\_to\_text\_file(input\_file, 'input\_numbers.txt')  
convert\_to\_text\_file(output\_file, 'sorted\_numbers.txt')  
print("\nInput and output files have been converted to text files: 'input\_numbers.txt', 'sorted\_numbers.txt'")

Висновок

У ході виконання лабораторної роботи було реалізовано алгоритм збалансованого багатошляхового злиття для сортування великих файлів із обмеженням пам'яті. Програма складається з таких етапів:

Генерація вхідного файлу: Створюється великий файл випадкових чисел заданого розміру (наприклад, 10 МБ) у двійковому форматі.

Розбиття файлу на частини: Вхідний файл розбивається на невеликі частини, обсяг яких відповідає обмеженню доступної оперативної пам'яті. Кожна частина сортується і зберігається у тимчасовий файл.

Злиття частин: Відсортовані частини об'єднуються у єдиний вихідний файл за допомогою черги з пріоритетом (кучі).

Перевірка результату: Зчитування та виведення вмісту вхідного і вихідного файлів для перевірки коректності сортування.

Конвертація у текст: Вміст двійкових файлів конвертується у текстові для зручного перегляду.

Модифікації та результати

Оптимізація розміру частин: Для пришвидшення процесу сортування було обрано оптимальний розмір частин, що дозволяє максимально використовувати доступну оперативну пам'ять.

Використання тимчасових файлів: Для зберігання відсортованих частин використовуються тимчасові файли, які автоматично очищаються після завершення роботи програми.

Застосування пріоритетної черги: Це дозволило ефективно об'єднувати великі масиви даних із мінімальними витратами часу.

Результати показали, що базова версія алгоритму успішно сортує файл обсягом 10 МБ з використанням 100 МБ пам'яті. Для файлів значно більшого розміру (до 2× обсягу оперативної пам'яті) алгоритм також забезпечує стабільну швидкість сортування.

Порівняння базової та модифікованої версій

Базова версія: Ефективно сортує файли обмеженого розміру, використовуючи простий підхід до розбиття та злиття.

Модифікована версія: Оптимізована для роботи з файлами, розмір яких перевищує доступну оперативну пам'ять, за рахунок збільшення розміру частин і оптимізації використання дискових операцій.

Загалом, реалізований алгоритм досягає швидкості сортування близько 1 ГБ за 3 хвилини або менше, що відповідає поставленій меті.

Критерії оцінювання

Максимальний бал за виконання лабораторної роботи дорівнює – 5.

Критерії оцінювання у відсотках від максимального балу:

* псевдокод алгоритму – 15%;
* програмна реалізація алгоритму – 30%;
* програмна реалізація модифікацій – 40%;
* робота з git – 10%;
* висновок – 5%.